МІНІСТЕРСТВО ОСВІТИ І НАУКИ УКРАЇНИ

Національний університет “Львівська політехніка”

Інститут ІКНІ

Кафедра ПЗ

![](data:image/png;base64,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)

**ЗВІТ**

До лабораторної роботи № 2

З дисципліни : “Вступ до інженерії програмного забезпечення ”

**Лектор:**

ст. викл. каф. ПЗ

Левус Є.В.

**Виконав:**

ст. ПЗ-15

Марущак А.С.

**Прийняв**:

ассист. каф. ПЗ

Cамбір А. А.

“ ” \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

\_ \_ \_ \_ \_ \_ \_ \_ \_ \_ \_ \_

Львів-2022

**Тема.** Документування етапів проектування та кодування програми

**Мета.** Навчитися документувати основні результати етапів проектування та кодування найпростіших програм

**Теоретичні відомості**

**7.** **Які структури даних використовуються у вашій програмі? Які є альтернативні структури даних?**

У моїй програмі використовуються такі структури даних як зв'язний список та масив. Також є власне структури(одиниці мови С), які описують такі сутності, як команда, аругменти командного рядка, список, книгу, предмет списку. В якості альтернативи, можна було б використати таку стркутуру даних, як черга, для збереження списку команд, що йдуть на виконання. Для зберігання списків чудово б підійшла така структура даних як хеш-таблиця, проте враховуючи стиль написання коду мовою С, це було досить важко реалізувати.

**20.** **Які правила форматування конструкцій умов та циклів?**

Першочергово, для підвищення читабельності коду треба застосовувати відступи та табуляцію.

Форматування умов if-else - кожна команда починається після відступу у 2 пробіли, else пишеться в тому ж рядку, що і закриваюча дужка.

Форматування умов switch - кожна команда починається після відступу у 4 пробіли, а case – після відступу у 2 пробіли.

Форматування циклів - кожна команда починається після відступу у два пробіли, відкриваюча дужка пишеться у рядку заголовку циклу.

**36.** Що таке рефакторинг коду? Навіщо його виконувати?

Рефакторинг коду – один з типових процесів, що полягає у перетворенні програмного коду, зміні внутрішньої структури програмного забезпечення для полегшення розуміння коду і легшого внесення подальших змін без зміни зовнішньої поведінки самої системи. Цей процес полегшує роботу з кодом у майбутьному за рахунок зменшення його складності.

**Постановка завдання**

**Частина І.** У розробленій раніше програмі до лабораторної роботи з дисципліни «Основи програмування» внести зміни – привести її до модульної структури, де модуль – окрема функція-підпрограма. У якості таких функцій запрограмувати алгоритми зчитування та запису у файл, сортування, пошуку, редагування, видалення елементів та решта функцій згідно варіанту.

Частина ІІ. Сформувати пакет документів до розробленої раніше власної програми:

1. схематичне зображення структур даних, які використовуються для збереження інформації ;

2. блок-схема алгоритмів – основної функції й двох окремих функцій-підпрограм (наприклад, сортування та редагування);

3. текст програми з коментарями та оформлений згідно вище наведених рекомендацій щодо забезпечення читабельності й зрозумілості. Для схематичного зображення структур даних, блок-схеми алгоритму можна використати редактор MS-Visio або інший редактор інженерної та ділової графіки.

**Виконання роботи**

1. **Схематичне зображення структур даних, що використовуються у програмі.**
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**Рис 2.1 Зв’язний список**

![](data:image/png;base64,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)

**Рис 2.2 Звичайний масив**
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**Рис 2.3 Структура**

1. **Блок-схеми алгоритмів:**
   1. **Основної функції**
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**Рис 2.4 Блок-схема основної функції**

* 1. **Двох додаткових функцій-підпрограм:**
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**Рис 2.5 Блок-схема функції обробки скріптового файлу.**
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**Рис 2.6 Блок-схема функції обробки інтерактивної оболонки.**

1. **Код програми після рефакторингу за правилами, вказаними у методичних вказівках.**

**lab10\_lib.h:**

#ifndef LAB10

#define LAB10

#include <stdarg.h>

#include <stddef.h>

//Макрос для знеаходження максимуму.

#define max(a, b) a > b ? a : b

//Макрос для створення стрічок з певною к-тю однакових симовлів.

#define REPEAT\_CHAR(ch, i) \

    for(int z = 0; z < (i); z++){\

        printf("%c", ch);\

    }\

//Макрос, що друкує стрічку за певним правилом.

#define MAKE\_LINE(plainCh, nodeCh, autS, titS, yearS, pageS, priceS)\

    printf("%c", nodeCh);\

    REPEAT\_CHAR(plainCh, (autS));\

    printf("%c", nodeCh);\

    REPEAT\_CHAR(plainCh, (titS));\

    printf("%c", nodeCh);\

    REPEAT\_CHAR(plainCh, (yearS));\

    printf("%c", nodeCh);\

    REPEAT\_CHAR(plainCh, (pageS));\

    printf("%c", nodeCh);\

    REPEAT\_CHAR(plainCh, (priceS));\

    printf("%c\n", nodeCh);

#define MAX\_NAME\_LEN 20

#define MAX\_SURNAME\_LEN 20

#define MAX\_COMMAND\_LEN 20

#define MAX\_ARGS\_COUNT 20

#define MAX\_DESCRIPTION\_LEN 1024

#define MAX\_LISTNAME\_LEN 20

#define MAX\_TITLE\_LEN 50

#define MAX\_LINE\_LEN 256

//Структура, що представляє дані про книгу

typedef struct Book

{

    char title[MAX\_TITLE\_LEN];

    struct Author

    {

        char name[MAX\_NAME\_LEN];

        char surname[MAX\_SURNAME\_LEN];

    }   author;

    double price;

    int pubYear;

    int pageCount;

} Book;

//Структура, що представляє дані про елемент списку.

typedef struct ListItem{

    Book data;

    struct ListItem \*next;

} ListItem;

//Структура, що представляє дані про список в цілому

typedef struct List{

    char name[MAX\_LISTNAME\_LEN];

    ListItem \*head;

} List;

//Структура, що представляє дані про аргументи команди: їх к-ть та значення.

typedef struct CLArgs{

    int argc;

    char \*argv[MAX\_ARGS\_COUNT];

} CLArgs;

//Структура, що представляє дані про команду.

typedef struct Command{

    char commandName[MAX\_COMMAND\_LEN];

    char commandDesc[MAX\_DESCRIPTION\_LEN];

    void (\*commandAction)(const CLArgs \*const args);

} Command;

typedef int (\*BookComparer)(Book a, Book b);

typedef int (\*BookPredicate)(Book a, va\_list va);

typedef double (\*BookSelector)(Book a, va\_list va);

CLArgs\* parseCommandLine(char \*str, char \*\*command);

void executeLine(char \*line);

void executeFile(char \*fileName);

void launchConsole();

void cls();

#endif

**lab10\_lib.c:**

#include <stdio.h>

#include <string.h>

#include <stdlib.h>

#include <ctype.h>

#include "lab10\_lib.h"

#pragma region Utils

// Функція, що повертає к-ть цифр у заданому числі.

int numLen(int num)

{

    int result = 0;

    while (num > 0)

    {

        num /= 10;

        result++;

    }

    return result;

}

//Функція, що повертає загальну довжину імені та прізвища автора з урахуванням пробілу між ними.

int getAuthorFullNameLen(const Book book)

{

    return strlen(book.author.name) + strlen(book.author.surname) + 1;

}

// Функція, що знаходить максимальну довжину імені та прізвища автора

// з урахуванням пробілу між ними з-поміж всіх книг у списку

int longestAuthorFieldSize(const List \*const books)

{

    if (!books)

        return 0;

    ListItem \*curr = books->head;

    int result = 0;

    while (curr)

    {

        int currLen = getAuthorFullNameLen(curr->data);

        result = currLen > result ? currLen : result;

        curr = curr->next;

    }

    return result;

}

//// Функція, що знаходить максимальну довжину назви книги з-поміж всіх книг у списку

int longestBookTitleSize(const List \*const books)

{

    if (!books)

        return 0;

    ListItem \*curr = books->head;

    int result = 0;

    while (curr)

    {

        int currLen = strlen(curr->data.title);

        if (currLen > result)

            result = currLen;

        curr = curr->next;

    }

    return result;

}

// Функція, що повертає максимальну довжину стрічки, що представляє рік видання,

// к-ті сторінок та ціни книги з-поміж всіх книг у списку

void longestNumberFieldsSize(const List \*const books, int \*const yearSize, int \*const pageSize, int \*const priceSize)

{

    if (!books)

    {

        \*yearSize = 0;

        \*pageSize = 0;

        \*priceSize = 0;

        return;

    }

    int

        maxYearLen = 0,

        maxPageLen = 0,

        maxPriceLen = 0,

        yearLen = 0,

        pageLen = 0,

        priceLen = 0;

    ListItem \*curr = books->head;

    while (curr)

    {

        yearLen = numLen(curr->data.pubYear);

        pageLen = numLen(curr->data.pageCount);

        priceLen = numLen((int)(curr->data.price)) + 3;

        if (yearLen > maxYearLen)

            maxYearLen = yearLen;

        if (pageLen > maxPageLen)

            maxPageLen = pageLen;

        if (priceLen > maxPriceLen)

            maxPriceLen = priceLen;

        curr = curr->next;

    }

    \*yearSize = maxYearLen;

    \*pageSize = maxPageLen;

    \*priceSize = maxPriceLen;

}

// Функція, що обраховує оптимальні розміри стовпців таблиці на основі отриманого списку.

void getSizes(const List \*const books, int \*const authorColumnWidth, int \*const titleColumnWidth, int \*const yearColumnWidth, int \*const pageColumnWidth, int \*const priceColumnWidth)

{

    \*authorColumnWidth = max(longestAuthorFieldSize(books), strlen("Author"));

    \*titleColumnWidth = max(longestBookTitleSize(books), strlen("Title"));

    longestNumberFieldsSize(books, yearColumnWidth, pageColumnWidth, priceColumnWidth);

    \*yearColumnWidth = max(\*yearColumnWidth, strlen("Pub. year"));

    \*pageColumnWidth = max(\*pageColumnWidth, strlen("Pages"));

    \*priceColumnWidth = max(\*priceColumnWidth, strlen("Price"));

}

// Функція, що обрізає всі пробіли з правого боку стрічки.

char \*rtrim(char \*s)

{

    char \*back = s + strlen(s);

    while (isspace(\*--back))

        ;

    \*(back + 1) = '\0';

    return s;

}

//Функція, що обрізає всі пробіли з лівого боку стрічки.

char \*ltrim(char \*s)

{

    while (isspace(\*s))

        s++;

    return s;

}

//Функція, що обрізає всі пробіли з обох кінців стрічки.

char \*trim(char \*s)

{

    return ltrim(rtrim(s));

}

//Функція що обрізає всі знаки лапок з обох кінців стрічки.

char \*qtrim(char \*s)

{

    char \*last = s + strlen(s) - 1;

    if (\*last == '"')

        \*last = 0;

    return \*s == '"' ? s + 1 : s;

}

//Функція, що запрошує користувача ввести певний текст, перед цим вивівши певне повідомлення

void prompt(const char const \*msg, char \*const buffer)

{

    printf(msg);

    gets(buffer);

    fflush(stdin);

}

// Перевірка існування файлу

int fexists(const char \*const fileName)

{

    FILE \*f = fopen(fileName, "r");

    if (f)

    {

        fclose(f);

        return 1;

    }

    return 0;

}

// Функція парсингу стрічки в структуру книги.

Book strToBook(char str[])

{

    Book result;

    char \*pPart = strtok(str, ",");

    sscanf(pPart, "%s %s", &result.author.name, &result.author.surname);

    pPart = strtok(NULL, ",");

    strcpy(result.title, pPart);

    pPart = strtok(NULL, ",");

    result.pubYear = atoi(pPart);

    pPart = strtok(NULL, ",");

    result.pageCount = atoi(pPart);

    pPart = strtok(NULL, ",");

    result.price = strtod(pPart, NULL);

    return result;

}

// Функція введення книги з консолі.

Book getBookFromConsole()

{

    char authorsName[MAX\_NAME\_LEN];

    char authorsSurname[MAX\_SURNAME\_LEN];

    char title[MAX\_TITLE\_LEN];

    int pubYear;

    int pageCount;

    double price;

    printf("Enter author(name surname): ");

    scanf("%s %s", authorsName, authorsSurname);

    fflush(stdin);

    printf("Enter book's title: ");

    gets(title);

    printf("Enter publication year: ");

    scanf("%d", &pubYear);

    printf("Enter page count: ");

    scanf("%d", &pageCount);

    printf("Enter price: ");

    scanf("%lf", &price);

    Book newBook;

    strcpy(newBook.title, trim(title));

    strcpy(newBook.author.name, authorsName);

    strcpy(newBook.author.surname, authorsSurname);

    newBook.price = price;

    newBook.pageCount = pageCount;

    newBook.pubYear = pubYear;

    return newBook;

}

// функція-перевірка, чи подана стрічка представляє собою число.

int isNumber(char \*str)

{

    str = trim(str);

    for (char \*p = str; \*p != 0; p++)

    {

        if (!isdigit(\*p) && \*p != '.')

            return 0;

    }

    return 1;

}

// Функція, яка перевіряє, чи стрічка починається з заданої підстрічки.

int startsWith(char \*str, char \*begining)

{

    if (strlen(begining) > strlen(str))

        return 0;

    for (int i = 0; i < strlen(begining); i++)

    {

        if (tolower(str[i]) != tolower(begining[i]))

            return 0;

    }

    return 1;

}

// Перевірка валідності формату файлу.

int rightFileFormat(char \*fileName)

{

    char \*extension = strrchr(fileName, '.');

    if (extension)

    {

        if (!strcmp(extension, ".lsexe"))

            return 1;

    }

    return 0;

}

//Перевірка валідності формату і існування файлу.

int isCorrectScriptFile(char \*fileName)

{

    return fexists(fileName) && rightFileFormat(fileName);

}

//Функція очистки екрану.

void cls()

{

    system("cls");

}

#pragma endregion

#pragma region Comparers

//Функція-компаратор, що порівнює книги за ім'ям автора.

int authorsNameBookComparer(Book a, Book b)

{

    return strcmp(a.author.name, b.author.name);

}

//Функція-компаратор, що порівнює книги за прізвищем автора.

int authorsSurnameBookComparer(Book a, Book b)

{

    return strcmp(a.author.surname, b.author.surname);

}

//Функція-компаратор, що порівнює книги за назвою книги.

int titleBookComaprer(Book a, Book b)

{

    return strcmp(a.title, b.title);

}

//Функція-компаратор, що порівнює книги за роком видання.

int yearBookComparer(Book a, Book b)

{

    return a.pubYear == b.pubYear ? 0 : a.pubYear > b.pubYear ? 1

                                                              : -1;

}

//Функція-компаратор, що порівнює книги за к-тю сторінок.

int pageBookComparer(Book a, Book b)

{

    return a.pageCount == b.pageCount ? 0 : a.pageCount > b.pageCount ? 1

                                                                      : -1;

}

//Функція-компаратор, що порівнює книги за ціною.

int priceBookComparer(Book a, Book b)

{

    return a.price == b.price ? 0 : a.price > b.price ? 1

                                                      : -1;

}

#pragma endregion

#pragma region FiltraionPredicatesAndSelectors

//Функція, що повертає одне з полів книги в залежності від заданих параметрів.

double GetBooksField(Book a, va\_list va)

{

    char \*field = va\_arg(va, char \*);

    if (!strcmp(field, "price"))

    {

        return a.price;

    }

    if (!strcmp(field, "pages"))

    {

        return (double)a.pageCount;

    }

    if (!strcmp(field, "year"))

    {

        return (double)a.pubYear;

    }

    return 0;

}

// Функція-компаратор для порівнняня, чи число менше іншого числа, що представлено стрічкою

int lessThanS(Book a, va\_list va)

{

    double value = GetBooksField(a, va);

    va\_arg(va, char \*);

    char \*limStr = va\_arg(va, char \*);

    double lim = strtod(limStr, NULL);

    return value < lim;

}

// Функція-компаратор для порівнняня, чи число більше іншого числа, що представлено стрічкою

int moreThanS(Book a, va\_list va)

{

    double value = GetBooksField(a, va);

    va\_arg(va, char \*);

    char \*limStr = va\_arg(va, char \*);

    double lim = strtod(limStr, NULL);

    return value > lim;

}

// Функція, що повертає середнє значення ознаки книги, описаної селектором.

double getListAverage(List \*list, BookSelector selector, ...)

{

    if (!list || !list->head)

        return 0;

    va\_list va;

    va\_start(va, selector);

    ListItem \*iter = list->head;

    double res = 0;

    int count = 0;

    while (iter)

    {

        res += selector(iter->data, va);

        iter = iter->next;

        count++;

    }

    return res / count;

}

// Функція-компаратор для порівнняня, чи число менше іншого числа

int lessThanD(Book a, va\_list va)

{

    double value = GetBooksField(a, va);

    va\_arg(va, char \*);

    double lim = va\_arg(va, double);

    return value < lim;

}

// Функція-компаратор для порівнняня, чи число більше іншого числа

int moreThanD(Book a, va\_list va)

{

    double value = GetBooksField(a, va);

    va\_arg(va, char \*);

    double lim = va\_arg(va, double);

    return value > lim;

}

// Функція, що перевіряє, чи деяке поле книги починається з потрібної підстрічки.

int startsWithS(Book a, va\_list va)

{

    char \*field = va\_arg(va, char \*);

    char \*starting = va\_arg(va, char \*);

    char \*str = "";

    if (!strcmp(field, "title"))

        str = a.title;

    else if (!strcmp(field, "name"))

        str = a.author.name;

    else if (!strcmp(field, "surname"))

        str = a.author.surname;

    return startsWith(str, starting);

}

// Функція, що перевіряє, чи деяке поле книги не починається з потрібної підстрічки.

int notStartsWithS(Book a, va\_list va)

{

    return !startsWithS(a, va);

}

#pragma endregion

#pragma region CommandsDeclarations

void exitProgram(const CLArgs \*const args);

void clearConsole(const CLArgs \*const args);

void getHelp(const CLArgs \*const args);

void createList(const CLArgs \*const args);

void getLists(const CLArgs \*const args);

void addElement(const CLArgs \*const args);

void switchList(const CLArgs \*const args);

void formTable(const CLArgs \*const args);

void loadFromFile(const CLArgs \*const args);

void countList(const CLArgs \*const args);

void deleteList(const CLArgs \*const args);

void sortList(const CLArgs \*const args);

void filterList(const CLArgs \*const args);

void limitList(const CLArgs \*const args);

void insertElement(const CLArgs \*const args);

void saveToFile(const CLArgs \*const args);

#pragma endregion

#pragma region CommandsAndListsStuff

//Змінна для зберігання к-ті списків, якими керує програма

static int listCount = 0;

 //Вказівник на початок масиву списків.

static List \*lists = NULL;

//Індекс поточного списку в масиві.

static int currentListIndex = -1;

//Вказівник на поточний список в масиві.

static List \*currentList = NULL;

//Масив з декларацією команд, їх описом та вказівниками на потрібні функції-обробники.

static Command commands[] = {

    {"exit",

     "Closes the console.\n\n"

     "Syntax: exit [<modifiers>]\n\n"

     "Modifiers:\n\n"

     "\t-s, --success - to set exit code to SUCCESS(default).\n"

     "\t-f, --fail - to set exit code to FAILURE.\n\n",

     exitProgram},

    {"cls",

     "Clears the console.\n\n",

     clearConsole},

    {"help",

     "Prints an information about selected command.\n\n"

     "Syntax: help [<command>]\n\n"

     "\t<command> - command we need info about\n\n",

     getHelp},

    {"create",

     "Creates a new list with specified name.\n\n"

     "Syntax: create [<modifiers>] [<name>]\n\n"

     "\t<name> - name of the list that will be created.\n\n"

     "Modifiers:\n\n"

     "\t-s, --select - selects created list as current.\n\n",

     createList},

    {"lists",

     "Prints off all available lists.\n\n",

     getLists},

    {"append",

     "Adds element to the current list.\n\n",

     addElement},

    {"show",

     "Shows the current list in table view.\n\n",

     formTable},

    {"switch",

     "Switches the current list to another with specified name.\n\n"

     "Syntax: switch [<name>]\n\n"

     "\t<name> - name of the list to switch to.\n\n",

     switchList},

    {"load",

     "Loads elements from specified file to the current list.\n\n"

     "Syntax: load [<modifiers>] [<file>]\n\n"

     "\t<file> - name of the file to load data from.\n\n"

     "Modifiers:\n\n"

     "\t-t, --text - to specify that the file type is text(default).\n"

     "\t-b, --binary - to specify that the file type is binary.\n\n",

     loadFromFile},

    {"count",

     "Counts the elements in the current list.\n\n",

     countList},

    {"delete",

     "Deletes the list with specified name.\n\n"

     "Syntax: delete [<name>]\n\n"

     "\t<name> - name of the list to be deleted.\n\n",

     deleteList},

    {"sortby",

     "Sorts list by the given parameters.\n\n"

     "Syntax: sortby [<modifiers>] <target>\n\n"

     "\t<target> - field of book which will be compared. \n"

     "\tCan be one from this:\n"

     "\tname\n\tsurname\n\ttitle\n\tyear\n\tpages\n\tprice\n\n"

     "Modifiers:\n\n"

     "\t-d, --descending - to specify that the list must be sorted in descending order.\n\n",

     sortList},

    {"filter",

     "Removes elements by specified criteria.\n\n"

     "Syntax: filter <mode> <target>\n\n"

     "\t<target> - field of book which will be checked. \n"

     "\tCan be one from this:\n"

     "\tname\n\tsurname\n\ttitle\n\tyear\n\tpages\n\tprice\n\n"

     "Modes:\n\n"

     "\tFor name, surname, title:\n"

     "\t\t--startswith <arg> - if element's target field's string starts with <arg> it will be deleted.\n"

     "\t\t--notstartswith <arg> - if element's target field's string not starts with <arg> it will be deleted.\n\n"

     "\tFor year, pages, price:\n"

     "\t\t--lessthan <arg> - if element's target field's value less than <arg> it will be deleted.\n"

     "\t\t--morethan <arg> - if element's target field's value more than <arg> it will be deleted.\n"

     "\t\t--belowaverage - if element's target field's value less than average it will be deleted.\n"

     "\t\t--aboveaverage - if element's target field's value more than average it will be deleted.\n\n",

     filterList},

    {"limit",

     "Limits current list to specified number of elements.\n\n"

     "Syntax: limit <number>\n\n"

     "\t<number> - number of elements in resulting list.\n\n",

     limitList},

    {"insert",

     "Inserts element at the specified position.\n\n",

     insertElement},

    {"save",

     "Saves elements from the current list to the specified file.\n\n"

     "Syntax: save [<modifiers>] [<file>]\n\n"

     "\t<file> - name of the file to save data to.\n\n"

     "Modifiers:\n\n"

     "\t-t, --text - to specify that the file type is text(default).\n"

     "\t-b, --binary - to specify that the file type is binary.\n\n",

     saveToFile}};

//Функція, що повертає вказівник на потрібну команду зі списку команд.

Command \*findCommand(const char \*const commandName)

{

    for (int i = 0; i < sizeof(commands) / sizeof(commands[0]); i++)

    {

        if (strcmp(commands[i].commandName, commandName) == 0)

            return commands + i;

    }

    return NULL;

}

//Функція, що перевіряє наявність заданого параметру у списку параметрів.

int findParam(const CLArgs \*const args, const char \*const param)

{

    if (!args)

        return -1;

    for (int i = 0; i < args->argc; i++)

    {

        if (strcmp(args->argv[i], param) == 0)

            return i;

    }

    return -1;

}

//Функція, що додає новий елемент на вказану позицію списку.

void addElementToList(List \*list, ListItem \*listItem, int pos)

{

    ListItem \*iter = list->head;

    if (!iter)

        list->head = listItem;

    else if (pos == 0)

    {

        listItem->next = list->head;

        list->head = listItem;

    }

    else

    {

        int currPos = 0;

        while (iter->next != NULL && currPos + 1 < pos)

        {

            iter = iter->next;

            currPos++;

        }

        listItem->next = iter->next;

        iter->next = listItem;

    }

}

//Функція, що повертає індекс списку в масиві за його іменем.

int findList(const char \*const listName)

{

    for (int i = 0; i < listCount; i++)

    {

        if (strcmp((lists + i)->name, listName) == 0)

        {

            return i;

        }

    }

    return -1;

}

//Функція, що видаляє список.

void deleteListRecursively(List \*list)

{

    ListItem \*iter = list->head;

    ListItem \*next = NULL;

    while (iter)

    {

        next = iter->next;

        free(iter);

        iter = next;

    }

}

//Функція, що підраховує к-ть елементів у списку.

int countListElements(List \*list)

{

    if (!list)

        return 0;

    int res = 0;

    for (ListItem \*iter = currentList->head; iter != NULL; iter = iter->next)

        res++;

    return res;

}

//Функція, що сортує список, використовуючи вказаний компаратор і у вказаному порядку.

void sortListUsingComparer(List \*list, BookComparer comparer, int descending)

{

    int size = countListElements(list);

    if (!list || size == 0 || size == 1)

        return;

    ListItem \*iter;

    Book temp;

    for (int i = 0; i < size; i++)

    {

        iter = list->head;

        while (iter->next)

        {

            if ((!descending && comparer(iter->data, iter->next->data) > 0) || (descending && comparer(iter->data, iter->next->data) < 0))

            {

                temp = iter->data;

                iter->data = iter->next->data;

                iter->next->data = temp;

            }

            iter = iter->next;

        }

    }

}

//Функція, що фільтрує список використовуючи певний предикат і вказані параметри.

void filterListBy(List \*list, BookPredicate predicate, ...)

{

    if (!list || !list->head)

        return;

    va\_list va;

    va\_start(va, predicate);

    ListItem \*iter = list->head, \*old, \*new;

    while (list->head && predicate(list->head->data, va))

    {

        old = list->head;

        list->head = list->head->next;

        free(old);

    }

    while (iter)

    {

        while (iter->next && predicate(iter->next->data, va))

        {

            old = iter->next;

            iter->next = iter->next->next;

            free(old);

        }

        iter = iter->next;

    }

}

#pragma endregion

#pragma region CommandsRealizations

//Функція-команда виходу з програми.

void exitProgram(const CLArgs \*const args)

{

    for (int i = 0; i < listCount; i++)

    {

        deleteListRecursively(lists + i);

    }

    free(lists);

    printf("Aborting a program..\n");

    if (!args || args->argc == 0 || findParam(args, "-s") != -1 || findParam(args, "--success") != -1)

        exit(EXIT\_SUCCESS);

    else if (findParam(args, "-f") != -1 || findParam(args, "--fail") != -1)

        exit(EXIT\_FAILURE);

}

//Функція-команда очищення консолі.

void clearConsole(const CLArgs \*const args)

{

    cls();

}

//Функція-команда отримання довідки про інші команди.

void getHelp(const CLArgs \*const args)

{

    if (!args || args->argc == 0)

    {

        printf("There are %d commands available:\n\n", sizeof(commands) / sizeof(commands[0]));

        for (int i = 0; i < sizeof(commands) / sizeof(commands[0]); i++)

        {

            printf("\t%s\n", commands[i].commandName);

        }

        printf("\nTo get the description of the command use \"help <command>\".\n\n");

        return;

    }

    if (args->argc == 1)

    {

        Command \*command = findCommand(args->argv[0]);

        if (command)

        {

            printf(command->commandDesc);

            printf("\n");

        }

        else

        {

            printf("Unknown command \"%s\"\n\n", args->argv[0]);

            return;

        }

    }

    else

    {

        printf("Only 1 parameter needed.\n\n");

        return;

    }

}

//Функція-команда створення нового списку.

void createList(const CLArgs \*const args)

{

    if (args && args->argc >= 3)

    {

        printf("Too many parameters.\n\n");

        return;

    }

    List newList;

    newList.head = NULL;

    int selPos = findParam(args, "-s") == -1 ? findParam(args, "--select") : findParam(args, "-s");

    int select = selPos != -1;

    if (!args || args->argc == 0 || (args->argc == 1 && select))

    {

        char buffer[MAX\_LISTNAME\_LEN];

        prompt("Enter list name: ", buffer);

        char \*listName = trim(buffer);

        if (strlen(listName) > 0)

            strcpy(newList.name, listName);

        else

        {

            printf("List name must contain text characters!\n\n");

            return;

        }

    }

    else

    {

        strcpy(newList.name, selPos == 0 ? args->argv[1] : args->argv[0]);

    }

    if (findList(newList.name) != -1)

    {

        printf("List with the name \"%s\" already exists.\n\n");

        return;

    }

    listCount++;

    List \*newListsArr = (List \*)realloc(lists, sizeof(List) \* listCount);

    if (!newListsArr)

    {

        printf("Error creating a list.\n");

        return;

    }

    newListsArr[listCount - 1] = newList;

    lists = newListsArr;

    printf("List \"%s\" successfully created.\n", newList.name);

    if (select || !currentList)

    {

        printf("Switching to new list.\n");

        currentListIndex = listCount - 1;

    }

    currentList = lists + currentListIndex;

    printf("\n");

}

//Функція-команда отримання назв всіх списків, наявних у програмі.

void getLists(const CLArgs \*const args)

{

    if (listCount == 0)

    {

        printf("There are no available lists. Create one by executing \"create\" command.\n\n");

        return;

    }

    printf("There are %d available lists: \n\n", listCount);

    for (int i = 0; i < listCount; i++)

    {

        printf("\t%s\n", lists[i].name);

    }

    printf("\n");

}

//Функція-команда додавання нової книги до списку з консолі.

void addElement(const CLArgs \*const args)

{

    if (!currentList)

    {

        printf("No list to add element to. Create one by executing \"create\" command.\n\n");

        return;

    }

    if (args->argc > 0)

    {

        printf("Unknown modifiers.\n\n");

        return;

    }

    ListItem \*newLI = (ListItem \*)malloc(sizeof(ListItem));

    if (!newLI)

    {

        printf("Error creating list item.\n\n");

        return;

    }

    Book newBook = getBookFromConsole();

    newLI->data = newBook;

    newLI->next = NULL;

    ListItem \*iter = currentList->head;

    addElementToList(currentList, newLI, countListElements(currentList));

    printf("Element successfuly added to list \"%s\"\n\n", currentList->name);

}

//Функція-команда виводу списку у вигляді таблиці.

void formTable(const CLArgs \*const args)

{

    if (!currentList)

    {

        printf("There are no list to display. Create one by executing \"create\" command.\n\n");

        return;

    }

    ListItem \*curr = currentList->head;

    if (!curr)

    {

        printf("No elements in the list \"%s\".\n\n", currentList->name);

        return;

    }

    int authorColumnWidth,

        titleColumnWidth,

        yearColumnWidth,

        pageColumnWidth,

        priceColumnWidth;

    getSizes(currentList, &authorColumnWidth, &titleColumnWidth,

             &yearColumnWidth, &pageColumnWidth, &priceColumnWidth);

    printf("\n");

    MAKE\_LINE('=', '+', authorColumnWidth + 2, titleColumnWidth + 2, yearColumnWidth + 2, pageColumnWidth + 2, priceColumnWidth + 2);

    printf("| %-\*s | %-\*s | %-\*s | %-\*s | %-\*s |\n",

           authorColumnWidth, "Author",

           titleColumnWidth, "Title",

           yearColumnWidth, "Pub. year",

           pageColumnWidth, "Pages",

           priceColumnWidth, "Price");

    MAKE\_LINE('=', '+', authorColumnWidth + 2, titleColumnWidth + 2, yearColumnWidth + 2, pageColumnWidth + 2, priceColumnWidth + 2);

    char fullName[MAX\_NAME\_LEN + MAX\_SURNAME\_LEN + 1];

    while (curr)

    {

        sprintf(fullName, "%s %s", curr->data.author.name, curr->data.author.surname);

        printf("| %-\*s | %-\*s | %-\*d | %-\*d | %-\*.2lf |\n",

               authorColumnWidth, fullName,

               titleColumnWidth, curr->data.title,

               yearColumnWidth, curr->data.pubYear,

               pageColumnWidth, curr->data.pageCount,

               priceColumnWidth, curr->data.price);

        curr = curr->next;

    }

    MAKE\_LINE('=', '+', authorColumnWidth + 2, titleColumnWidth + 2, yearColumnWidth + 2, pageColumnWidth + 2, priceColumnWidth + 2);

    printf("\n");

}

//Функція-команда переключення списків.

void switchList(const CLArgs \*const args)

{

    if (!currentList)

    {

        printf("There no lists to switch between. Create one by executing \"create\" command.\n\n");

        return;

    }

    if (args && args->argc >= 2)

    {

        printf("Too many parameters.\n\n");

        return;

    }

    char listName[MAX\_LISTNAME\_LEN];

    if (!args || args->argc == 0)

    {

        prompt("Enter list name to switch on: ", listName);

    }

    else if (args->argc == 1)

    {

        strcpy(listName, args->argv[0]);

    }

    char \*listNameTrimmed = trim(listName);

    if (strlen(listNameTrimmed) == 0)

    {

        printf("Name of list cannot be empty.\n\n");

        return;

    }

    if (!strcmp(listNameTrimmed, currentList->name))

    {

        printf("Already at this list.\n\n");

        return;

    }

    int listIndex = -1;

    if ((listIndex = findList(listName)) != -1)

    {

        printf("Switching to list \"%s\".\n\n", listName);

        currentListIndex = listIndex;

        currentList = lists + currentListIndex;

        return;

    }

    printf("No list with name \"%s\".\n\n", listName);

}

//Функція-команда завантаження списку з файлу.

void loadFromFile(const CLArgs \*const args)

{

    if (!currentList)

    {

        printf("No list to load data to. Create one by executing \"create\" command.\n\n");

        return;

    }

    char filename[MAX\_LINE\_LEN];

    int formatPointerPos = -1;

    int textFormat = 1;

    if (!args || args->argc == 0)

    {

        prompt("Enter name of file data will be loaded from: ", filename);

    }

    else if (args->argc >= 3)

    {

        printf("Too many parameters.\n\n");

        return;

    }

    else if (args->argc == 1)

    {

        if (((formatPointerPos = findParam(args, "-t")) != -1) || ((formatPointerPos = findParam(args, "--text")) != -1))

        {

            textFormat = 1;

            prompt("Enter name of file data will be loaded from: ", filename);

        }

        else if (((formatPointerPos = findParam(args, "-b")) != -1) || ((formatPointerPos = findParam(args, "--binary")) != -1))

        {

            textFormat = 0;

            prompt("Enter name of file data will be loaded from: ", filename);

        }

        else

        {

            strcpy(filename, args->argv[0]);

        }

    }

    else

    {

        if (((formatPointerPos = findParam(args, "-t")) != -1) || ((formatPointerPos = findParam(args, "--text")) != -1))

        {

            textFormat = 1;

        }

        else if (((formatPointerPos = findParam(args, "-b")) != -1) || ((formatPointerPos = findParam(args, "--binary")) != -1))

        {

            textFormat = 0;

        }

        else

        {

            printf("Unknown parameter.\n\n");

            return;

        }

        strcpy(filename, args->argv[formatPointerPos == 0 ? 1 : 0]);

    }

    char \*fileNameTrimmed = trim(filename);

    if (strlen(fileNameTrimmed) == 0)

    {

        printf("The name of file cannot be empty.\n\n");

        return;

    }

    if (fexists(fileNameTrimmed))

    {

        FILE \*fin = NULL;

        Book data;

        ListItem \*newLI = NULL;

        int elemCount = 0;

        if (textFormat)

        {

            fin = fopen(fileNameTrimmed, "r");

            char buffer[MAX\_LINE\_LEN];

            while (fgets(buffer, MAX\_LINE\_LEN, fin) != NULL)

            {

                if (strlen(buffer) <= 5)

                    continue;

                data = strToBook(buffer);

                newLI = (ListItem \*)malloc(sizeof(ListItem));

                newLI->data = data;

                newLI->next = NULL;

                addElementToList(currentList, newLI, elemCount);

                elemCount++;

            }

        }

        else

        {

            FILE \*fin = fopen(fileNameTrimmed, "rb");

            while (!feof(fin))

            {

                fread(&data, sizeof(Book), 1, fin);

                if (!feof(fin))

                {

                    newLI = (ListItem \*)malloc(sizeof(ListItem));

                    newLI->data = data;

                    newLI->next = NULL;

                    addElementToList(currentList, newLI, elemCount);

                    elemCount++;

                }

            }

        }

        if (elemCount)

        {

            printf("%d elements was successfully read from file \"%s\".\n\n", elemCount, fileNameTrimmed);

        }

        else

        {

            printf("File was opened, but there are no elements to read.\n\n");

        }

        if (fin)

            fclose(fin);

    }

    else

    {

        printf("File \"%s\" not exists.\n\n", fileNameTrimmed);

    }

}

//Функція-команда знаходженння к-ті елементів у списку.

void countList(const CLArgs \*const args)

{

    if (!currentList)

    {

        printf("There are no list. Create one by executing \"create\" command.\n\n");

        return;

    }

    int res = countListElements(currentList);

    if (res == 0)

        printf("There are no elements in list.\n\n");

    else

        printf("There are %d elements in list.\n\n", res);

}

//Функція-команда видалення списку.

void deleteList(const CLArgs \*const args)

{

    if (!currentList)

    {

        printf("No lists to delete. Create one by executing \"create\" command.\n\n");

        return;

    }

    if (args && args->argc >= 2)

    {

        printf("Too many parameters.\n\n");

        return;

    }

    char listName[MAX\_LISTNAME\_LEN];

    if (!args || args->argc == 0)

    {

        prompt("Enter name of the list to be deleted: ", listName);

    }

    else if (args->argc == 1)

    {

        strcpy(listName, args->argv[0]);

    }

    char \*listNameTrimmed = trim(listName);

    if (strlen(listNameTrimmed) == 0)

    {

        printf("List name cannot be empty.\n\n");

        return;

    }

    int listIndex = findList(listNameTrimmed);

    if (listIndex == -1)

    {

        printf("No list with name \"%s\".\n\n", listName);

        return;

    }

    deleteListRecursively(lists + listIndex);

    for (int i = listIndex + 1; i < listCount; i++)

    {

        lists[i - 1] = lists[i];

    }

    listCount--;

    List \*newListArr = listCount ? realloc(lists, listCount) : NULL;

    lists = newListArr;

    if (!lists)

        currentListIndex = -1;

    else if (currentListIndex == listIndex)

    {

        currentListIndex = 0;

    }

    else if (currentListIndex > listIndex)

        currentListIndex--;

    currentList = lists ? lists + currentListIndex : NULL;

    printf("Successfuly deleted list with name \"%s\".\n\n", listName);

}

//Функція-команда сортування списку.

void sortList(const CLArgs \*const args)

{

    if (!currentList)

    {

        printf("No list to sort. Create one by executing \"create\" command.\n\n");

        return;

    }

    if (!args || args->argc == 0)

    {

        printf("Specify sort's target. To get list of available targets execute \"help sortby\".\n\n");

        return;

    }

    if (args->argc >= 3)

    {

        printf("Too many parameters.\n\n");

        return;

    }

    char \*sortTarget;

    int descending = 0;

    if (args->argc == 1)

    {

        sortTarget = args->argv[0];

    }

    else if (args->argc == 2)

    {

        int desPos = -1;

        if ((desPos = findParam(args, "-d")) != -1 || (desPos = findParam(args, "--descending")) != -1)

        {

            descending = 1;

            sortTarget = args->argv[desPos == 0 ? 1 : 0];

        }

    }

    if (!strcmp(sortTarget, "price"))

        sortListUsingComparer(currentList, priceBookComparer, descending);

    else if (!strcmp(sortTarget, "name"))

        sortListUsingComparer(currentList, authorsNameBookComparer, descending);

    else if (!strcmp(sortTarget, "surname"))

        sortListUsingComparer(currentList, authorsSurnameBookComparer, descending);

    else if (!strcmp(sortTarget, "pages"))

        sortListUsingComparer(currentList, pageBookComparer, descending);

    else if (!strcmp(sortTarget, "year"))

        sortListUsingComparer(currentList, yearBookComparer, descending);

    else if (!strcmp(sortTarget, "title"))

        sortListUsingComparer(currentList, titleBookComaprer, descending);

    else

    {

        printf("Specify correct sort's target. To get list of available targets execute \"help sortby\".\n\n");

        return;

    }

    printf("List sorted successfully.\n\n");

}

//Функція-команда фільтрування списку.

void filterList(const CLArgs \*const args)

{

    if (!currentList)

    {

        printf("No list to filter. Create one by executing \"create\" command.\n\n");

        return;

    }

    if (!args || args->argc > 3 || args->argc < 2)

    {

        printf("Incorrect number of parameters.\n\n");

        return;

    }

    char \*target = "", \*mode = "", \*arg = "";

    int modePos;

    if ((modePos = findParam(args, "--lessthan")) != -1 ||

        (modePos = findParam(args, "--morethan")) != -1 ||

        (modePos = findParam(args, "--startswith")) != -1 ||

        (modePos = findParam(args, "--notstartswith")) != -1)

    {

        mode = args->argv[modePos];

        if (args->argc != 3)

        {

            printf("Parameter for \"%s\" mode needed.\n\n", mode);

            return;

        }

        if (modePos == 2)

        {

            printf("Parameter must be after mode.\n\n");

            return;

        }

        arg = args->argv[modePos == 0 ? 1 : 2];

        target = args->argv[modePos == 0 ? 2 : 0];

    }

    else if ((modePos = findParam(args, "--belowaverage")) != -1 ||

             (modePos = findParam(args, "--aboveaverage")) != -1)

    {

        mode = args->argv[modePos];

        if (args->argc != 2)

        {

            printf("No need parameter for \"%s\" mode.\n\n", mode);

            return;

        }

        target = args->argv[modePos == 0 ? 1 : 0];

    }

    else

    {

        printf("Need to specify correct filter mode. To get a list of possible modes execute \"help filter\".\n\n");

        return;

    }

    if (!strcmp(target, "price") || !strcmp(target, "year") || !strcmp(target, "pages"))

    {

        if (!strcmp(mode, "--lessthan"))

        {

            if (isNumber(arg))

            {

                filterListBy(currentList, lessThanS, target, arg);

            }

            else

            {

                printf("Illegal argument for \"%s\" mode.\n\n", mode);

                return;

            }

        }

        else if (!strcmp(mode, "--morethan"))

        {

            if (isNumber(arg))

            {

                filterListBy(currentList, moreThanS, target, arg);

            }

            else

            {

                printf("Illegal argument for \"%s\" mode.\n\n", mode);

                return;

            }

        }

        else if (!strcmp(mode, "--belowaverage"))

        {

            double average = getListAverage(currentList, GetBooksField, target);

            printf("Average: %lf\n", average);

            filterListBy(currentList, lessThanD, target, average);

        }

        else if (!strcmp(mode, "--aboveaverage"))

        {

            double average = getListAverage(currentList, GetBooksField, target);

            printf("Average: %lf\n", average);

            filterListBy(currentList, moreThanD, target, average);

        }

        else

        {

            printf("\"%s\" mode is not compatible with \"%s\" field.\n\n", mode, target);

            return;

        }

    }

    else if (!strcmp(target, "title") || !strcmp(target, "name") || !strcmp(target, "surname"))

    {

        if (!strcmp(mode, "--startswith"))

        {

            filterListBy(currentList, startsWithS, target, arg);

        }

        else if (!strcmp(mode, "--notstartswith"))

        {

            filterListBy(currentList, notStartsWithS, target, arg);

        }

        else

        {

            printf("\"%s\" mode is not compatible with \"%s\" field.\n\n", mode, target);

            return;

        }

    }

    printf("Filter was successful.\n\n");

}

//Функція-команда обрізання списку.

void limitList(const CLArgs \*const args)

{

    if (!currentList)

    {

        printf("No list to limit. Create one by executing \"create\" command.\n\n");

        return;

    }

    if (!args || args->argc != 1)

    {

        printf("Illegal number of parameters.\n\n");

        return;

    }

    int lim = atoi(args->argv[0]);

    int size = countListElements(currentList);

    if (lim <= 0)

    {

        printf("Illegal parameter for limit.\n\n");

        return;

    }

    if (size <= lim)

    {

        printf("There are already less elements in list.\n\n");

        return;

    }

    ListItem \*iter = currentList->head;

    for (int i = 0; i < lim - 1; i++)

    {

        iter = iter->next;

    }

    ListItem \*old = iter->next, \*temp = iter->next->next;

    iter->next = NULL;

    while (old)

    {

        temp = old->next;

        free(old);

        old = temp;

    }

    printf("List limited successfuly.\n\n");

}

//Функція-команда додавання елементу в масив з консолі.

void insertElement(const CLArgs \*const args)

{

    if (!currentList)

    {

        printf("No list to insert element to. Create one by executing \"create\" command.\n\n");

        return;

    }

    if (args && args->argc != 0)

    {

        printf("No parameters needed.\n\n");

        return;

    }

    ListItem \*newLI = (ListItem \*)malloc(sizeof(ListItem));

    if (!newLI)

    {

        printf("Error creating new list item.\n\n");

        return;

    }

    Book newBook = getBookFromConsole();

    int pos = 0;

    printf("Enter position of this item in list: ");

    scanf("%d", &pos);

    if (pos <= 0)

    {

        printf("Illegal position.\n\n");

        return;

    }

    newLI->data = newBook;

    newLI->next = NULL;

    addElementToList(currentList, newLI, pos - 1);

    printf("Element was added successfully.\n\n");

}

//Функція-команда збереження списку у файл.

void saveToFile(const CLArgs \*const args)

{

    if (!currentList)

    {

        printf("No list to save data from. Create one by executing \"create\" command.\n\n");

        return;

    }

    char filename[MAX\_LINE\_LEN];

    int formatPointerPos = -1;

    int textFormat = 1;

    if (!args || args->argc == 0)

    {

        prompt("Enter name of file data will be saved to: ", filename);

    }

    else if (args->argc >= 3)

    {

        printf("Too many parameters.\n\n");

        return;

    }

    else if (args->argc == 1)

    {

        if (((formatPointerPos = findParam(args, "-t")) != -1) || ((formatPointerPos = findParam(args, "--text")) != -1))

        {

            textFormat = 1;

            prompt("Enter name of file data will be saved to: ", filename);

        }

        else if (((formatPointerPos = findParam(args, "-b")) != -1) || ((formatPointerPos = findParam(args, "--binary")) != -1))

        {

            textFormat = 0;

            prompt("Enter name of file data will be saved to: ", filename);

        }

        else

        {

            strcpy(filename, args->argv[0]);

        }

    }

    else

    {

        if (((formatPointerPos = findParam(args, "-t")) != -1) || ((formatPointerPos = findParam(args, "--text")) != -1))

        {

            textFormat = 1;

        }

        else if (((formatPointerPos = findParam(args, "-b")) != -1) || ((formatPointerPos = findParam(args, "--binary")) != -1))

        {

            textFormat = 0;

        }

        else

        {

            printf("Unknown parameter.\n\n");

            return;

        }

        strcpy(filename, args->argv[formatPointerPos == 0 ? 1 : 0]);

    }

    char \*fileNameTrimmed = trim(filename);

    if (strlen(fileNameTrimmed) == 0)

    {

        printf("File name cannot be empty.\n\n");

        return;

    }

    if (fexists(fileNameTrimmed))

    {

        printf("The file \"%s\" already exists.\n", fileNameTrimmed);

        char choice[3];

        prompt("Do you want to overwrite it?(Y|N) ", choice);

        if (!(tolower(\*choice) == 'y'))

        {

            printf("\n\n");

            return;

        }

    }

    FILE \*fout = NULL;

    if (textFormat)

    {

        fout = fopen(fileNameTrimmed, "w");

        if (!fout)

        {

            printf("Error accessing the file.\n\n");

            return;

        }

        ListItem \*iter = currentList->head;

        Book currentData;

        while (iter)

        {

            currentData = iter->data;

            fprintf(fout, "%s %s,%s,%d,%d,%.2lf\n",

                    currentData.author.name,

                    currentData.author.surname,

                    currentData.title,

                    currentData.pubYear,

                    currentData.pageCount,

                    currentData.price);

            iter = iter->next;

        }

    }

    else

    {

        fout = fopen(fileNameTrimmed, "wb");

        ListItem \*iter = currentList->head;

        Book currentData;

        while (iter)

        {

            currentData = iter->data;

            fwrite(&currentData, sizeof(Book), 1, fout);

            iter = iter->next;

        }

    }

    if (fout)

        fclose(fout);

    printf("Saving was successful.\n\n");

}

#pragma endregion

#pragma region Console

//Функція, що парсить стрічку і розбиває її на команду і на параметри команди.

CLArgs \*parseCommandLine(char \*str, char \*\*command)

{

    CLArgs \*result = (CLArgs \*)malloc(sizeof(CLArgs));

    result->argc = 0;

    str = trim(str);

    char \*commandArgSepPos = strchr(str, ' ');

    \*command = str;

    //if no args(no space after command)

    if (!commandArgSepPos)

    {

        return result;

    }

    \*commandArgSepPos = 0;

    int inQuote = 0;

    char \*lexemStart = ltrim(commandArgSepPos + 1);

    char \*curr = lexemStart;

    while (\*curr != 0)

    {

        if (!inQuote && \*curr == '"' && strchr(curr + 1, '"'))

        {

            inQuote = 1;

        }

        else if (\*curr == '"' && inQuote)

        {

            inQuote = 0;

        }

        if (!inQuote && isspace(\*curr))

        {

            \*curr = 0;

            result->argv[result->argc++] = qtrim(trim(lexemStart));

            curr = ltrim(curr + 1);

            lexemStart = curr;

        }

        else

        {

            curr++;

            if (\*curr == 0)

            {

                result->argv[result->argc++] = qtrim(trim(lexemStart));

            }

        }

    }

    return result;

}

//Функція, що виконує команди, вказані у стрічці.

void executeLine(char \*line)

{

    char buffer[20][MAX\_LINE\_LEN];

    char \*part = strtok(line, ";");

    int commandCount = 0;

    while (part)

    {

        if (strlen(part) > 1)

            strcpy(buffer[commandCount++], part);

        part = strtok(NULL, ";");

    }

    for (int i = 0; i < commandCount; i++)

    {

        char \*commandName;

        CLArgs \*args = parseCommandLine(buffer[i], &commandName);

        Command \*command;

        if (command = findCommand(commandName))

        {

            command->commandAction(args);

            fflush(stdin);

        }

        else

        {

            printf("Unknown command \"%s\"\nType \"help\" to get list of all available commands.\n\n", commandName);

        }

    }

}

//Функція, що виконує команди, вказані у файлі.

void executeFile(char \*fileName)

{

    if (!rightFileFormat(fileName))

    {

        printf("Use only .lsexe files.\n\n");

        return;

    }

    FILE \*fin = fopen(fileName, "r");

    if (!fin)

    {

        printf("Error opening file \"%s\".", fileName);

        return;

    }

    char buffer[MAX\_LINE\_LEN];

    char consoleText[MAX\_LISTNAME\_LEN + 2];

    while (fgets(buffer, MAX\_LINE\_LEN, fin))

    {

        sprintf(consoleText, "%s> ", currentList ? currentList->name : "(no lists)");

        executeLine(buffer);

    }

}

//Функція, що запускає інтерактивну оболонку.

void launchConsole()

{

    char buffer[MAX\_LINE\_LEN];

    while (1)

    {

        char consoleText[MAX\_LISTNAME\_LEN + 2];

        sprintf(consoleText, "%s> ", currentList ? currentList->name : "(no lists)");

        prompt(consoleText, buffer);

        executeLine(buffer);

    }

}

#pragma endregion

**lab10.c**

#include "lab10\_lib.h"

//Головна функція програми.

int main(int argc, char \*argv[])

{

    cls();

    if (argc == 2)

    {

        executeFile(argv[1]);

    }

    launchConsole();

    return 0;

}

**Висновок:** за допомогою виконання лабораторної роботи, я навчився документувати етапи проектування та кодування програми. В результаті мною були розроблені блок-схеми основних алгоритмів програми, схематичні зображення структур коду. Також, був здійснений рефакторинг коду.